ALGORITHMS AND SOFTWARE SOLUTIONS FOR SQL INJECTION VULNERABILITY TESTING IN WEB APPLICATIONS

Software security gains importance day by day and developers try to secure web applications as much as possible to protect confidentiality, integrity and availability that are described in the fundamental security model so-called CIA triad. SQL injection vulnerability which can violate the confidentiality and integrity principles of the CIA triad is reviewed, and SQL injection attack execution and protection techniques are explained. The common frameworks’ solutions against SQL injection vulnerability were compared, and this comparison shown the most used techniques in this domain. Error-based and time-based detection algorithms for SQL injection’s identification are developed to create a vulnerability scanner that can detect SQL attacks which cause vulnerability in web applications, and these algorithms are represented in form of UML-activity diagrams. In order to discover all possible links and forms to perform SQL injection vulnerability tests in the entire website, a web crawler is needed. Breadth-First Search (BFS) algorithm for developing the web crawler is proposed, and the appropriate pseudo code and activity diagram are provided. Besides, Common Vulnerability Scoring System (CVSS) that is used to measure severity score of attacks that can violate CIA triad principles is reviewed. Qualitative severity score rating scale of CVSS is explained. Necessary components of a vulnerability scanner are explained. A vulnerability scanner prototype is developed using explained algorithms. Process results of this vulnerability scanner’s usage for real web applications are represented. Conclusions are made, and goals of future work are defined.
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fundamental security model [2] which is also referred as CIA triad, is designed to provide a baseline standard for evaluating and implementing information security regardless of the underlying system. CIA triad has three main principles [2] as follows:

(1) Confidentiality is the protection of information from unauthorized access. Confidentiality principle states that access to information must be granted only on a “need-to-know” basis, so that information which is only available to some individuals should not be accessible by everyone;

(2) Integrity is maintaining the consistency, accuracy and trustworthiness of the information over its entire life-cycle. Integrity principle makes sure that the information is not tampered whenever it travels from source to destination or even at rest;

(3) Availability principle ensures that the information concerned is readily accessible to authorized individuals when it is needed.

In order to have a wider perspective on the subject, web application vulnerabilities are classified by the main phases of each software development life cycle as shown in Fig. 1. This classification does not show all existing vulnerabilities. Instead, it contains the most commonly known and dangerous vulnerabilities.

In this paper, implementation caused SQL injection (SQLI) vulnerability that can violate confidentiality (1) and integrity (2) principles of the CIA triad is analyzed. SQLI vulnerability analysis includes the attack execution, countermeasures against such attack and solutions that are applied by commonly used frameworks to secure applications against such attacks.

Moreover, error-based and time-based SQLI vulnerability detection algorithms are developed and explained. The main purpose for these detection algorithms is to develop a vulnerability scanner (VS) that will simplify penetration testers’ job to find vulnerabilities. That is why, it is also important to discover all links and forms in the targeted website for SQLI vulnerability detection test executions. Therefore, Breadth-First Search (BFS) [4] algorithm is used to develop a web crawler to explore the targeted website for SQLI tests to be performed. Furthermore, Common Vulnerability Scoring System [5] (CVSS) is analyzed to give testers an opportunity to measure severity score of attacks to compare different possible attack scenarios to find out the most dangerous one for the application. This will help to prioritize vulnerabilities for developers to apply countermeasures.

Ultimately, the main research goal of this paper is to consider SQLI attack execution, its countermeasures, commonly used frameworks’ solutions and to develop algorithms for exploring the targeted website and for performing SQLI vulnerability detection tests.

**Overview of the SQLI vulnerability.** Any application that has an SQL database (DB) to save any type of data is at risk of SQLI attacks [6]. A SQLI attack consists of insertion or injection of an SQL query via the input data from the client to the application and a successful SQLI exploit can perform CRUD operations meaning that it can read sensitive data from the DB, modify DB data by Insert, Update, Delete operations. Consequently, such attack can lead to violation of confidentiality (1) and integrity (2) principles of the CIA triad.

Alternatively, if the administrative operations are allowed to be executed remotely by DB Management System (DBMS), then adversaries can use SQLI vulnerability to execute administrative operations to shut down the DBMS which can cause violation of availability (3) principle of the CIA triad.

Because of the fact that SQLI attacks consist of injection of SQL query via the input data from the client to the application, it could be also said that SQLI attacks are a type of injection attacks [7] even though it was classified by the main phases of the software development life-cycle phases in Fig. 1.

According to statistics between the year 2000 to 2018 from the National Vulnerability Database (NVD) of National Institute of Standards and Technology (NIST) [8], there were upward trends on SQLI vulnerability from the year 2000 to 2006. The percentage of the SQLI vulnerability fell slightly from 14.60% in 2006 to 10.87% in 2007, and then rose significantly to 19.55% in 2008 which was the most popular time of SQLI vulnerability. Starting from the year 2009, the reported SQLI vulnerability percentage started decreasing until 2013 and stayed around 4% until 2015. In 2016, it fell to 1.35% and increased up to 3.52% in 2017. In the time when this statistic was obtained from NVD in 2018, there was 3.11 % of SQLI vulnerability reported among all. This may change by the end of 2018.
Even though the total amount of reported SQLI vulnerabilities are decreased after year 2008 and it is currently around 3.11% percent in 2018, this vulnerability is in existence, and it can still be dangerous to violate confidentiality (1) and integrity (2) principles of the CIA triad.

**Overview of the underlying causes of SQLI vulnerability and SQLI attack execution.** Above all, main reasons that causes SQLI vulnerability must be well-known to execute SQLI attacks, to detect SQLI vulnerability and to secure applications against such vulnerabilities. There are mainly two reasons as follows:

1. Direct usage of the input data from tainted source;
2. Direct usage of the input data to dynamically construct the SQL query.

The underlying issue in the SQLI vulnerability is the fact that one string combines the code and the data to construct a query. In order to illustrate this issue, a basic SQL query to select data from DB can be used. Such queries have simply three keywords, such as: select, from, where (see Fig. 2).

![Figure 2 – SQL select query sample](image)

The above figure shows an example of SQL query to select all users from table named as ‘users’ where token matched. Expected query to be processed in DBMS is represented in Fig. 3.

![Figure 3 – Expected SQL select query](image)

An adversary can trick this query easily by adding extra code by providing unexpected token as shown in Fig. 4.

![Figure 4 – SQL injection with unexpected input data](image)

Provided input value for token, which is ‘ OR ‘1’=’1 in this case, perfectly fits on the query. Since there is no syntax error and ‘1’ always equals to ‘1’, DBMS will think query is fine to execute and return all users.

Sometimes when adversaries are not sure about how the query does look like to be sure that injection will work, they can use SQL comments to force DBMS to skip the rest of query. MySQL servers do accept three types of SQL comments:

1. Single line comment: such comments start with ‘#’ character or ‘--’ sequence and end at the end of line;
2. Multi-line comments: such comments start with ‘/\*/’ sequence and end with ‘*/\’ sequence.

Additionally, injection with comment character or sequence of characters may not work without adding an extra space character at the end of input data after the comment character or character sequence. Thus, it is occasionally needed to add space character at the end of the malicious SQL query that contains comment character to execute a successful SQL injection attack.

Moreover, using URL encoded version of the malicious input data is also useful to successfully perform a SQLI attack.

Once the SQLI attack is successfully executed, adversaries understand the structure of the SQL query and they perform other attacks using different queries to manipulate the DB as they wish.

**Overview of the SQLI vulnerability countermeasures.** As explained above, the main reason for SQLI vulnerability existence is using the tainted input data directly to construct the SQL query without sanitization and using the tainted input data to construct SQL query dynamically. Therefore, securing the application against SQLI vulnerability is about increasing the trustworthiness of the input data or separating the data and the code. Techniques [9] used to eliminate SQLI vulnerability as follows:

1. Blacklisting: The action of detecting and deleting the special characters that can break SQL query, such as; quotation mark (‘), single quotation mark (‘), semicolon (;), comment (‘*’, ‘*/’, ‘*\n’), etc.);
2. Escaping: The action of replacing the problematic characters with the safe ones, such as; changing single quotation mark (‘), quotation mark (‘), semicolon (;) to (‘), (‘), (‘) respectively;
3. Whitelisting: The action of allowing input data to be one of pre-defined values or in a pre-defined range. Whitelisting is hard to implement, because input data may not be predicted for rich input data;
4. Prepared statements: This is a feature that DBMS provides. In order to work with prepared statements, an SQL query template must be prepared. Prepared statement object contains not just SQL statement, but also pre-compiled SQL statement. Needed data will be provided later on and placed into related part of the query in prepared statement. An example prepared statement usage is shown in Fig. 5.

![Figure 5 – Prepared statement example](image)

When the prepared statement is executed, DBMS can just run the SQL statement without compiling it first. This will result with faster work time and help to separate the code and the data in the SQL query. Thus, the best way to secure applications against SQLI vulnerability is to use prepared statements.
Web application frameworks are applying different solutions to SQLI vulnerability to help developers to easily get over this problem, see table 1.

It is important to understand that below table does not compare frameworks’ capabilities, instead it compares their solutions against SQLI vulnerability that is described in their official documentations.

Many of these frameworks provide escaping feature to get rid of SQLI vulnerability while prepared statements resolve the main problem that causes SQLI vulnerability. That is why, encouraging developers to use prepared statements is a better solution to develop secure applications against SQLI vulnerability. Table 1 shows that only three frameworks, ASP.NET, Spring and Zend use prepared statements for this purpose.

Even though these frameworks provide solutions to SQLI vulnerability, applications developed using these frameworks may have this vulnerability if developers do not use the framework properly. Therefore, organizations hire penetration testers to perform tests to find existing vulnerabilities even if they are using web application frameworks which provide solutions against vulnerabilities. Penetration testers or ethical hackers are also using SQLI attack technique, that is discussed above, to find SQLI vulnerability in web applications.

Since it takes significant amount of time to manually perform vulnerability tests to detect vulnerabilities, automating the work has to be completed by penetration testers with the help of VS as a good idea because of the fact that it will increase the speed of these tests and provide with result much faster.

In order to create such VS, several algorithms are needed. These algorithms are explained later in the paper and they are as follows:

1. Error-based SQLI detection algorithm which can detect SQLI vulnerability by searching for DBMS error messages;
2. Time-based SQLI detection algorithm which can detect SQLI vulnerability based on the server response time;
3. Breadth-First Search (BFS) algorithm which can be used to develop a web crawler that explores the targeted website to find all links and forms for future use in SQLI vulnerability testing;
4. Common Vulnerability Scoring System (CVSS) which measures the qualitative severity score of vulnerabilities.

If VS detects a vulnerability, then it means that the application is not well secured, and immediately better solutions must be applied.

**Overview of Breadth-First Search algorithm and its usage in development of a web crawler.** BFS algorithm [4] is important for developing a web crawler to discover all links and forms in a website. These links and forms will be tested against SQLI vulnerability one after another until all links and forms in the entire website is tested. As a result, penetration tester will be providing URL for the home page of the website and VS will discover all links and forms in the website by the help of web crawler developed based on the BFS algorithm to perform SQLI test. Fig. 6 represents the pseudo-code of BFS algorithm.

```plaintext
unmark all vertices
choose some starting vertex x
mark x
list L = x
tree T = x
while L nonempty
  choose some vertex v from front of list
  visit v
  for each unmarked neighbor w
    mark w
    add it to end of list
    add edge vw to T
```

**Figure 6 – Pseudo-code of BFS algorithm**

BFS algorithm starts at the root URL which is the one for home page of the website (represented as vertex in the pseudo-code) and searches all the neighboring URLs at the same level meaning that it searches for all links and forms in the current page. If the goal is reached, then it is reported as success and the search ends. If it is not, search proceeds down to the next level, sweeping the search across the neighboring URLs at that level and so on until the goal is reached. Goal is to discover all links and forms in the entire website. In order to have better understanding on the algorithm, Fig. 7 shows an activity diagram of BFS algorithm.

BFS algorithm is more suitable for applications and situations where the desired results can be obtained in the upper levels of a deeper tree. Its performance will get affected if the results will be found in the deeper levels. Since the purpose of the web crawler is to get all links and forms in entire website, this is not going to be an issue.

### Table 1 – Web application frameworks comparison for SQLI vulnerability countermeasure

<table>
<thead>
<tr>
<th>Framework</th>
<th>Blacklisting</th>
<th>Escaping</th>
<th>Whitelisting</th>
<th>Prepared statement</th>
</tr>
</thead>
<tbody>
<tr>
<td>ASP.NET[10]</td>
<td>–</td>
<td>+</td>
<td>–</td>
<td>+</td>
</tr>
<tr>
<td>Laravel[12]</td>
<td>–</td>
<td>+</td>
<td>–</td>
<td>+/-</td>
</tr>
<tr>
<td>Phalcon[14]</td>
<td>–</td>
<td>+</td>
<td>–</td>
<td>+/-</td>
</tr>
<tr>
<td>Ruby on Rails[15]</td>
<td>–</td>
<td>+/-</td>
<td>–</td>
<td>–</td>
</tr>
<tr>
<td>Spring[16]</td>
<td>–</td>
<td>–</td>
<td>–</td>
<td>+</td>
</tr>
<tr>
<td>Zend[17]</td>
<td>–</td>
<td>–</td>
<td>–</td>
<td>+</td>
</tr>
</tbody>
</table>
Developing an error-based SQLI vulnerability detection algorithm. Forms and links obtained from the web crawler which is developed based on the BFS algorithm, will be used to execute SQLI vulnerability tests to detect the vulnerability itself. Error-based SQLI detection algorithm is used in one of these tests. Fig. 8 contains activity diagram for this algorithm.

![Activity diagram of BFS algorithm](image)

**Figure 7 – Activity diagram of BFS algorithm**

Developing an error-based SQLI vulnerability detection algorithm. Forms and links obtained from the web crawler which is developed based on the BFS algorithm, will be used to execute SQLI vulnerability tests to detect the vulnerability itself. Error-based SQLI detection algorithm is used in one of these tests. Fig. 8 contains activity diagram for this algorithm.

![Activity diagram of error-based SQLI detection algorithm](image)

**Figure 8 – Error-based SQLI detection algorithm**

The main idea is to send malicious input data via found forms and links to the application. These malicious input data is explained earlier, but this time the goal is to break SQL query and force DBMS to produce an error. That is why, input data must be a character and must not complete the SQL query in a correct form. Therefore, input data can be a quotation mark ("), or single quotation mark (‘) or any character that will break the query including their URL encoded versions.

Next, the malicious input data will be processed by the application. If there is a SQLI vulnerability and injection of malicious code is successful, then the input data will break the SQL query and DBMS will prompt a DB error message. These error messages contain followings:

1. “error in your SQL syntax”;
2. “Microsoft OLE DB Provider for ODBC Driver error”;
3. “Invalid Query String”;
4. etc.

Finally, VS must analyze the response from the application to find one of pre-defined DB error messages.

Developing a time-based SQLI vulnerability detection algorithm. Activity diagram of time-based SQLI vulnerability detection algorithm for found forms is shown in Fig. 9 for a clear vision on the algorithm. Similarly, the same algorithm must be applied for the found links.

![Activity diagram of time-based SQLI detection algorithm](image)

**Figure 9 – Activity diagram of time-based detection algorithm**

Time-based SQLI vulnerability detection technique consists of sending input data which forces DB server to wait for a certain amount of time that is defined in the malicious input data and on the other hand counting the time to get response from the server.

Several query examples which make DB server sleep for a while are as follows:

1. `11' and sleep (10) -- ;`
2. `1; wait for delay '00:00:10' ;`

These example queries make DB server wait for 10 seconds. This time is absolutely more than normal response time of any web server.

After sending the malicious input data to the application, if the response time is equal or greater than the pre-defined and expected time which is 10 seconds for the queries above, then it can be said that SQLI vulnerability has been found.

To accomplish this task, there must be two simultaneous actions running in the VS, such as; one action is sending a request to the server with malicious input data, and the another is measuring the response time of the server.
Overview of the Common Vulnerability Scoring System. The Common Vulnerability Scoring System (CVSS) provides a way to capture the principal characteristics of a vulnerability, and produce a numerical score reflecting its severity, as well as a textual representation of that score. The numerical score can then be translated into a qualitative representation (such as; low, medium, high and critical) to help organizations properly assess and prioritize their vulnerability management process.

CVSS is composed of three metric groups, such as; base, temporal and environmental.

The exploitability metrics reflect the ease and technical means by which the vulnerability can be exploited. On the other hand, the impact metrics reflect the direct consequence of a successful exploit and represent the consequence to the thing that suffers the impact, which is referred to formally as the impacted component.

The temporal metric group reflects the characteristics of a vulnerability that may change over time but not across user environments.

The environmental metric group represents the characteristics of a vulnerability that are relevant and unique to a particular user’s environment.

When the base metrics are assigned values by analyst, the base equation computes a score ranging from 0.0 to 10.0. These metrics and equations are explained in CVSS v3.0 documentation [5].

Specifically, the base equation is derived from two sub equations: the exploitability sub score equation, and the impact sub score equation.

The exploitability sub score equation is derived from the base exploitability metrics, while the impact sub score equation is derived from the base impact metrics.

The base score can then be refined by scoring the temporal and environmental metrics in order to more accurately reflect the risk posed by a vulnerability to a user’s environment. However, scoring the temporal and environmental metrics is not required.

The environmental metrics are specified by end-user organizations because they are best able to assess the potential impact of a vulnerability within their own computing environment.

The score calculated in CVSS can be between 0.0 and 10.0. Qualitative severity rating scale for both of numerical and textual score is shown in table 2.

Table 2 – Qualitative severity rating score

<table>
<thead>
<tr>
<th>Metric value</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Not</td>
<td>0.0</td>
</tr>
<tr>
<td>Low</td>
<td>0.1…3.9</td>
</tr>
<tr>
<td>Medium</td>
<td>4.0…6.9</td>
</tr>
<tr>
<td>High</td>
<td>7.0…8.9</td>
</tr>
<tr>
<td>Critical</td>
<td>9.0…10.0</td>
</tr>
</tbody>
</table>

As an example, a CVSS base score of 4.0 has an associated severity rating of medium. The use of these qualitative severity ratings is optional and there is no requirement to include them when publishing CVSS scores. They are intended to help organizations properly assess and prioritize their vulnerability management processes.

Software architecture of a vulnerability scanner. In general, a VS is made up of four main modules, namely; a scan engine, a scan database, a report module and a user interface. To illustrate these modules, a component diagram of VS is shown in Fig. 10.

Software implementation and SQLI vulnerability test results. Algorithms to develop a VS for measuring vulnerability severity score and SQLI vulnerability testing are explained earlier. Fig. 11 shows a sample CVSS calculation.
The prototype VS is using URL that points to the home page of the targeted website to discover forms and links to perform SQLI scans. When the URL is provided, and necessary forms and links are discovered, VS starts to perform necessary tests to find SQLI vulnerabilities in entire website.

Once the VS finishes all tests for the targeted website, it is ready to report found vulnerabilities. If there is SQLI vulnerability found in the website, then it is reported as in the Fig. 12.

![Figure 12 – SQLI vulnerability test result shows found vulnerabilities](image)

This result contains information about the type of detection algorithm that is used to find the vulnerability, the related URL, used HTTP request method, the injected parameter, and an error if the vulnerability was found using error-based SQLI vulnerability detection algorithm. This information will be helpful to re-produce the error or to find the vulnerability manually.

**Conclusions and Future Work.** In this paper, the fundamental security model so-called CIA triad is analyzed, web application vulnerabilities are classified to have a better view on the research area and SQLI vulnerability was analyzed. SQLI effects on the CIA triad are discussed. SQLI attack execution and its countermeasures are explained. Moreover, web application frameworks’ solutions to the SQLI vulnerability are compared. BFS algorithm for a web crawler is explained. Furthermore, error-based and time-based SQLI vulnerability detection algorithms are introduced and CVSS is overviewed. Proposed algorithms are used to develop a VS and test results of the VS is represented.

Overall, this VS prototype can be used by organizations to find SQLI vulnerabilities in the website faster than manual tests that have to be done by penetration testers or ethical hackers. Our future work concerns final implementation of the proposed VS, as well as improving algorithms for SQLI vulnerability detection to make it more reliable.
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