COST AND COMPLEXITY RESEARCH OF SOFTWARE DEVELOPMENT TO SOLVE THE PROBLEM OF INVENTORY MANAGEMENT

The article describes the process of estimating the cost and complexity of software development for the task of inventory management of a commercial enterprise to improve the decision-making process at the stage of formation of requirements for similar software products. There are different approaches to inventory management of a commercial enterprise. The algorithms implemented in the system are based on the constraint theory tool – dynamic inventory buffer management. Inventory management according to the theory of restrictions allows to provide a high level of availability of goods with minimal inventory in the system. After analyzing the subject area of inventory management and the methodology of dynamic inventory buffer management, a list of functional and non-functional software requirements was formed, and a data model was designed. The information obtained was used to compile a list of logical files and transactions specific to a particular requirement. From the resulting list of files and transactions, it is determined which elementary data, elementary records and links to files they consist of. The information obtained was used to estimate the size of the software at non-aligned functional points. To take into account the impact of non-functional requirements on the complexity of software development, the VAF alignment factor was calculated, for which it is necessary to give a qualitative assessment of the impact of system-wide requirements on the complexity of the software. The estimation of the complexity of the development was obtained using the COCOMO II method. The cost of development was calculated for several common programming languages: J2EE, C#, C++.
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Introduction. Modern Ukrainian trade enterprises of small and large businesses are faced with the problem of optimal inventory management. Neglect of this type of management activity can lead to significant material losses.

The most common solution to this problem is to manage inventory without or partially using automated tools. However, often trade enterprises are limited in funds allocated for management functions. Therefore, the management of the enterprise has to either neglect careful planning of reserves and suffer losses, or invest significant funds.

To minimize the described costs, the best solution at the moment will be the introduction of a full-fledged automated inventory management system at the trading enterprise. This will reduce the number of employees engaged in accounting, speed up cost planning and reduce the impact of the human factor. The process of developing inventory management software is complex and requires significant labor costs. The cost and complexity of its development depends on the size of the software, the level of competence of the developer, the presence of previous experience in the development of similar systems and many other factors [1].

At the stage of identifying the requirements for the system there is a need to assess the cost and complexity of the implementation of certain of its functionality and qualities, the relevance of which the more complex and large-scale project. Only highly qualified experts in the subject area of inventory management, whose availability requires additional financial costs, are able to carry out such an assessment with high accuracy immediately.

The main task of estimating the cost and complexity of software development is to support decision – making for optimal allocation of project resources at the stage of requirements formation [2].

Purposes and research problems. The purpose of this work is to assess the cost and complexity of software development to solve the problem of inventory management.

To achieve this goal, the article solves the following tasks:

- the analysis of methods for assessing the cost and complexity of software development and the choice of the most appropriate;
- the analysis of the subject area of inventory management of the enterprise;
- the methodology of inventory management of commercial enterprise with current demand on the basis of the tool of the theory of restrictions is described;
- detailed functional and non-functional software requirements as well as data model are developed;
- the estimation of the size and on its basis calculated the complexity and development time.

The subject of the study is the process of assessing the cost and complexity of software development. The size of the software is estimated according to the method of functional points, and the complexity – according to the COCOMO II model.

The object of the study is the software for solving the problem of inventory management of commercial enterprises. Functional and non-functional requirements to it were put forward on the basis of the analysis of the subject area and methodology of inventory management of commercial enterprise.

Analysis of methods for estimating the cost and complexity of software development. Among the considered models for estimating the cost and complexity of software development, the COCOMO II model was singled out as the most popular and having sufficient accuracy to make an adequate decision in the framework of requirements management [3].

The most detailed model that is used when the project is fully ready for development uses 17 multipliers of labor intensity (cost factors) and 5 factors that determine the scale of the project. The model itself has the following form:

\[ PM = A \cdot SIZE^E \prod_{i=1}^{17} EM_i, \]

where \( SIZE \) – product size in KSLOC; \( EM_i \) – multipliers of labor intensity.

\[ E = B + 0.01 \sum_{j=1}^{5} SF_j, \]

where \( SF_j \) – scale factors:

- \( A = 2.94; \)
- \( B = 0.91; \)

Values of \( EM_i \) and \( SF_j \) parameters are tabular [4].

Functional points method (Functional Points Analysis – FPA) is used to estimate software size in functional points. It allows you to estimate the size of the software product based on the functionality demanded by the customer and supplied by the developer. Evaluation of the number of functional points (FT) for the software product is derived from the data that are determined by the analysis of the information area and the study of the features of its future operation.

The evaluation procedure consists of the following steps [5]:

1) Definition of the boundary of the product.
2) Definition of data and transactions (operations on the data).
3) Counting the number of non-aligned function points.
4) Determination of factor values align (Value-Alignment Factor – VAF).
5) Counting aligned function points.

The complexity of the files depends on the number of logical data groups (Rets) and the number of unique data fields (DETS). The complexity of transactions depends on the number of different files modified or read in a transaction (FTR) and the number of unique data fields (DET). Each RET/FTR or DET component can have one of three difficulty levels: \( L \) – low, \( A \) – average, \( H \) – high. The method of function points of the matrix determines the complexity of the data file and transaction.
To account for the impact of non-functional requirements on the complexity of software development, there is a VAF alignment factor. For its calculation it is necessary to give a qualitative assessment of the impact of system-wide requirements on the complexity of the software.

Having received the necessary estimate of the size of the software, you can calculate the complexity of its development. To do this, you need to transfer the software size to SLOC according to the table 1:

<table>
<thead>
<tr>
<th>Computer language</th>
<th>Likely</th>
<th>Optimistic</th>
<th>Pessimistic</th>
</tr>
</thead>
<tbody>
<tr>
<td>C++</td>
<td>60</td>
<td>29</td>
<td>178</td>
</tr>
<tr>
<td>C#</td>
<td>59</td>
<td>51</td>
<td>66</td>
</tr>
<tr>
<td>J2EE</td>
<td>61</td>
<td>50</td>
<td>100</td>
</tr>
<tr>
<td>JavaScript</td>
<td>56</td>
<td>44</td>
<td>65</td>
</tr>
<tr>
<td>Visual Basic</td>
<td>50</td>
<td>14</td>
<td>276</td>
</tr>
</tbody>
</table>

Analysis of the methodology of stock management of the commercial enterprise based on the current demand. Dynamic buffer management (eng. DBM) – a tool of the theory of constraints (THAT), which allows you to effectively manage the reserves of the enterprise, focusing on the actual demand of consumers [6].

The purpose of the DBM algorithm is to track the current buffer level to decide whether the target level is too low or too high.

Key TO ideas for inventory management [7]:

1) Take into account not only the stock in stock, but also the goods in transit, that is, all open purchase orders must be part of the mechanism to ensure the availability of goods. The target level determines the inventory buffer, including both on-hand inventory and open orders.

2) The target level does not change until a clear signal is received that it is unacceptable.

3) Regular replenishment of the target level.

Inventory buffer—a target level of inventory that is set and maintained in the supply chain to meet customer demand, taking into account fluctuations in demand and delivery times. It is necessary in order to maintain the right amount of inventory in the system and to ensure constant availability of the product for the customer. At the same time, the system should not have excess reserves, freeze working capital, that is, the amount of reserves in the system should be minimal.

The buffer determines the quantity of the required goods for sale from delivery to delivery. Its size is analyzed by the system on a daily basis and automatically changes depending on the intensity of the balance change. If the balance dominates in the green zone – the system reduces the buffer in the red-increases to the upper value of the buffer (replenishment level).

When the stock in any link of the supply chain falls below the level of the replenishment, it must immediately be replenished to this level. Using an immediate response to the actual sale eliminates the need to forecast sales in the short and medium term [8].

The inventory buffer is divided into several zones, which are shown in Fig. 1 [9].

Buffer management is an automated procedure for analyzing the inventory buffer and automatically making changes that reflect changes in demand up or down. Properly configured, buffer management significantly reduces replenishment time and dramatically increases the number of timely deliveries [10].

The initial buffer size is calculated as the maximum consumption per delivery cycle. The delivery cycle takes into account the duration and frequency of delivery. The maximum consumption is determined from previous sales statistics or is set manually. TOC buffer management is able to analyze actual consumption and make recommendations on targets, according to the logical rule above. The rule suggests taking into account the high consumption during the replenishment period, taking into account the variability in the various factors of replenishment time. The higher the target service level, the more variability needs to be considered.

The size of the item buffer can be set individually for each of the warehouses throughout the supply chain, including retail outlets, retail chains and dealers’ warehouses.

Individual parameters of dynamic buffer [11]:

- the level of replenishment basic units of measurement;
- red and green zone size as a percentage of replenishment level, replenishment period (in days);
- red and green zone penetration audit periods (in days), minimum inventory level;
- accounting for the supply forecast for the replenishment period.

After the settlement of the target buffer level, the system makes the ordering provider of goods.

Defining software requirements. After analyzing the subject area of inventory management and the methodology of dynamic inventory buffer management, you can create a list of functional requirements for the software in General:
1) User Authorization in the system.
2) Inventory control.
3) Dynamic buffer management of the inventory.
4) Automatic formation of an order for the supply of goods.
5) Export the report the dynamics of buffer stocks.
6) Receiving of user manual.

In addition to functional requirements, the product is also subject to system-wide requirements of General Systems Characteristics (GSCs), which restrict developers in choosing a solution and increase the complexity of development. The following list of non-functional requirements is selected for the study:

1) Data exchange. The process of communication between the database server and the application server must be fault-tolerant.
2) Performance. Operations available in the software must not be performed for more than 5 seconds.
3) Hardware resource limits.
4) Transactional load. The time to recover from a failure caused by a hardware power failure (other external factors), not a fatal operating system failure, should not exceed the time required to restart the server and refresh the connection page.
5) Intensity of user interaction. Time of work with is limited to the user’s working schedule.
6) Ergonomics. The information system must meet the standards of the common user access (CUA) IBM.
7) Ease of administration. The functionality of the database administration needs to be made to a custom toolbar.

Results of calculation. As a result of the analysis of functional requirements to the inventory management software of the trading enterprise on the basis of the FPA method, the size of the software in the functional points was calculated: \( FP = UAF \cdot VAF = 340.24 \).

As a result of the study of the complexity of software development using the COCOMO II method, the following dependencies of development complexity on labor input factors were obtained. The calculations were obtained for teams with different professional level and equipment, in the conditions of a significant tightening of the development process, a high level of certainty of risks, without a rigid schedule of work. The complexity of the development was calculated for several of the most common programming languages – J2EE, C#, C++ and listed in the table 2.

Based on these data, the estimated cost of developing a commercial enterprise inventory management software was calculated on the condition of 100% employment of all team members throughout the development period using the formula:

\[
\sum_{i=1}^{7} v_i \cdot \frac{PM_i}{7},
\]

where \( v_i \) – salary of the i-th team member (UAH/month);
\( PM \) – the complexity of software development for this team (man-months).

<table>
<thead>
<tr>
<th>Team of developers</th>
<th>Estimation of labor intensity (man-months)</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>J2EE</td>
</tr>
<tr>
<td>Very weak</td>
<td>296.6</td>
</tr>
<tr>
<td>Weak</td>
<td>145.2</td>
</tr>
<tr>
<td>Satisfactory</td>
<td>77.2</td>
</tr>
<tr>
<td>Average</td>
<td>44.3</td>
</tr>
<tr>
<td>Strong</td>
<td>22</td>
</tr>
<tr>
<td>Very strong</td>
<td>11.5</td>
</tr>
</tbody>
</table>

The average salary of the worker as a programmer in terms of UAH (at the rate of NBU from 01.12.2018 [12]) is listed in the table 3.

<table>
<thead>
<tr>
<th>Team of developers</th>
<th>J2EE</th>
<th>C#</th>
<th>C++</th>
</tr>
</thead>
<tbody>
<tr>
<td>Junior Software Engineer</td>
<td>19670</td>
<td>18265</td>
<td>19670</td>
</tr>
<tr>
<td>Software Engineer</td>
<td>53390</td>
<td>50580</td>
<td>59010</td>
</tr>
<tr>
<td>Senior Software Engineer</td>
<td>98350</td>
<td>94135</td>
<td>95540</td>
</tr>
<tr>
<td>Technical Lead</td>
<td>122235</td>
<td>121673</td>
<td>108888</td>
</tr>
<tr>
<td>System Architect</td>
<td>167195</td>
<td>134880</td>
<td>137690</td>
</tr>
</tbody>
</table>

The results are listed in the table 4.

<table>
<thead>
<tr>
<th>Team of developers</th>
<th>Development cost (UAH)</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>J2EE</td>
</tr>
<tr>
<td>Very weak</td>
<td>171410</td>
</tr>
<tr>
<td>Weak</td>
<td>205130</td>
</tr>
<tr>
<td>Satisfactory</td>
<td>283810</td>
</tr>
<tr>
<td>Average</td>
<td>383755</td>
</tr>
<tr>
<td>Strong</td>
<td>646300</td>
</tr>
<tr>
<td>Very strong</td>
<td>781180</td>
</tr>
</tbody>
</table>

Thus, it can be concluded that:
1) Development of projects in C++ for qualified teams in Ukraine is the cheapest, but for the least qualified teams on the contrary – the most expensive;
2) The cheapest development tool for all skill levels of teams in Ukraine is the use of the C language#.
3) J2EE is practically the most expensive development tool (except for C++ for teams with small qualifications).

The presence of a huge number of factors that directly or indirectly affect the process of software development, does not allow to give an accurate assessment of the software at the stage of requirements formation.

Conclusion. In this research work, based on the analysis of the subject area of the problem of inventory management of a trading enterprise, a study of the cost
and complexity of the development of appropriate software was conducted.
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