SOFTWARE TESTING RESULTS ANALYSIS FOR THE REQUIREMENTS CONFORMITY USING NEURAL NETWORKS

The relevance of scientific work lies in the need to improve existing software designed to analyze the compliance of the results of software testing of the stated requirements. For the implementation of this goal, neural networks can be used by quality control specialists to make decisions about software quality, or project managers as an expert system, for one of the quality indicators for the customer. The article deals with software testing which is a process of validation and verification of compliance of the software application or reuse program with the technical requirements that guided its design and development, and work as expected, and identifies important errors or deficiencies classified by the severity of the program to be fixed. Existing systems do not provide for or have only partial integration of systems of work with the analysis of requirements, which should ensure the formation of expert assessment and provide an opportunity to justify the quality of the software product. Thus, a data processing model based on a fuzzy neural network was proposed. An approach to allow determining the compliance of the developed software with functional and non-functional requirements was proposed, taking into account how successfully or unsuccessfully implemented this or that requirement. The ultimate goal of scientific work is the development of algorithmic software analysis of compliance of software testing results to stated requirements for support in the decisions taken. The following tasks are solved in scientific work: analysis of advantages and disadvantages of using existing systems when working with requirements; definition of general structure and classification of testing and requirements; characteristic main features of the use of neural networks; designing architecture, the module of research of conformity of results of testing software to the stated requirements.
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INTRODUCTION

The urgency of the work lies in the need to improve existing software designed to analyze the compliance of software testing results with the stated requirements. To achieve this goal, neural networks can be used by quality control specialists to make decisions about software quality, or by project managers as an expert system to determine the compliance of the developed software with the technical requirements that guided its design and development, and work as expected, and identifies important errors or deficiencies classified by the severity of the program to be fixed. Existing systems do not provide for or have only partial integration of systems of work with the analysis of requirements, which should ensure the formation of expert assessment and provide an opportunity to justify the quality of the software product. Thus, a data processing model based on a fuzzy neural network was proposed. An approach to allow determining the compliance of the developed software with functional and non-functional requirements was proposed, taking into account how successfully or unsuccessfully implemented this or that requirement. The ultimate goal of scientific work is the development of algorithmic software analysis of compliance of software testing results to stated requirements for support in the decisions taken. The following tasks are solved in scientific work: analysis of advantages and disadvantages of using existing systems when working with requirements; definition of general structure and classification of testing and requirements; characteristic main features of the use of neural networks; designing architecture, the module of research of conformity of results of testing software to the stated requirements.
expert system, as one of the quality indicators for the customer. Existing systems do not provide or have only partial integration of requirements analysis systems, which should ensure the formation of expert assessment and provide an opportunity to justify the quality of the software product.

The object of research is the process of analyzing the compliance of software testing results with the stated requirements.

The subject of research: conformity analysis of the software testing results to the declared requirements with use of neural networks

The science work solves the following tasks: analysis of the advantages and disadvantages of using existing systems for the requirements analysis; determination of the general structure and classification of testing and requirements; main features characteristics of the neural networks use; design of module architecture for the conformity of software testing results to the declared requirements.

The ultimate goal of the science work is to develop algorithmic software for the software testing results analysis to the stated requirements to support decision-making.

**General theory of testing.** Software testing is the process of validating and verifying the compliance of a software application or program with the business and technical requirements that guided its design and development, as well as working as expected, and identifies important errors or deficiencies classified according to the severity of the program [1]. Software testing is also used to identify other software quality factors, such as reliability, usability, integrity, security, capability, efficiency, portability, maintainability, compatibility, and so on. The approach to testing differs for different programs, levels of testing, and purpose of testing.

Software testing should be conducted within budget and planning limits. Due to a large number of limitations on testing, such as comprehensive (general) testing, it is impossible to find a compromise between diligence, time, and budget – it is impossible to be sure that every mistake in the program has been eliminated [2]. Adherence to established principles can make testing simpler and more effective, as well as ensure maximum achievement of testing objectives, despite certain limitations. They also ensure the repeatability of the process. Software testing is a very important quality filter and should be planned with its goals, principles, and limitations in mind.

The purpose of testing is the predicted state of affairs that a person or system plans or intends to achieve. The goal must be achievable and measurable. It is good if all the goals are interconnected. During testing, goals can be described as the planned results of the software testing process.

Thus, software testing is a vital element of systems development life cycle (SDLC) and can provide excellent results if done correctly and effectively. Unfortunately, software testing is often less formal and rigorous than it should be, and the main reason for this is that the team has tried to identify best practices, methodologies, principles, and standards for optimal software testing. For effective and effective testing, everyone involved in testing should be familiar with the basic goals, principles, limitations, and concepts of software testing. Much work has already been done in this area and even continues today. Implementing real-world testing principles of software development to achieve testing goals to the fullest extent, given the limitations of testing, will validate research as well as pave the way for future research [3].

**Types of requirements and their formation.** Definition, analysis, verification, and management of requirements are constantly recognized as key areas of business analysis and are one of the target areas of software testing. Requirements are needs-oriented; solutions-oriented designs. The difference between requirements and design is not always clear. The same methods are used to identify, model and analyze both. The requirement leads to a design that, in turn, can help identify and analyze more requirements [4].

In software engineering, a functional requirement defines a system or its component. It describes the functions that the software should perform. A function is nothing but inputs, its behavior, and results. This can be computing, data processing, business process, user interaction, or any other specific functionality that determines what function the system can perform.

Functional software requirements help determine the predicted behavior of the system. Such behavior can be expressed as functions, services, or tasks or what system needs to be performed.

A non-functional requirement defines an attribute of software system quality. They are a set of standards used to assess the specific performance of the system. For example, how fast does a website load?

A non-functional requirement is important to ensure the convenience and efficiency of the entire software system. Failure to meet non-functional requirements may result in systems not being able to meet user needs.

Non-functional requirements allow you to impose restrictions or restrictions on the design of the system in different flexible lags. For example, a site should load in 3 seconds when the number of concurrent users is > 10,000. The description of non-functional requirements is as important as the functional requirement [5].

**Approaches to the analysis of software compliance with the stated requirements.** The purpose of verification of requirements is to ensure that the requirements and specifications of the design and models meet quality and suitability standards for the purposes they serve.

Verification of requirements ensures that requirements and designs have been correctly defined. Requirement’s verification is the verification by a business analyst and key stakeholders of whether the requirements and designs are ready for verification, and provides the information needed for further work to be performed.

The most important characteristic of quality requirements and designs is suitability for use. They must meet the needs of stakeholders who will use them for a specific purpose. Ultimately, quality is determined by stakeholders [5].
Requirements (verified): a set of requirements or designs that are of sufficient quality to be used as a basis for further work.

The purpose of validation requirements is to ensure that all requirements and designs meet business requirements and support the required value provision.

Requirement validation is an ongoing process that ensures compliance with the requirements of stakeholders, decisions and the transition to the requirements of the business, and the compliance of structures with the requirements [5].

If the design cannot be verified to support the requirement, there may be a lack or misunderstanding of the requirement, or the design must change.

Approved requirements and designs are those that can be demonstrated to benefit stakeholders and agree on business goals and objectives for change. If a requirement or project cannot be verified, it either does not benefit the organization, does not fall within the scope of the decision, or both.

**Algorithmic implementation of the outcome conformance analysis algorithm.** From the characteristics of the subject area, we can conclude that the results obtained in the testing process are reduced to the conclusion: passed tests (pass) or not passed (fail) [6].

Such an assessment is relatively superficial and does not accurately define how well the developed software meets its requirements. Therefore, recognized as high-quality software can be a source of failure when changing the configuration or operating conditions.

The development of a method for determining the level of compliance software with functional and non-functional requirements would further provide a greater depth of measurements, and, accordingly, increase the efficiency of testing.

Since the input data for the software’s assessment problem meets with the requirements of the test findings, mathematical approaches for solving it are not applicable.

Formalization of the input data of the above problem would simplify the solution and, as a result, improve the quality of the software. For formalization, it is expedient to use methods of fuzzy logical inference, which allows operating of numerical values of their belonging to the corresponding sets instead of non-numerical values.

We will assume that each requirement is met by a separate test. For the result of each test, we define its belonging to two fuzzy sets “execution” and “non-execution”.

Depending on the objectives of the test, a test is considered to have been completed if all or more of half of its runs have been successful. The test is considered as failed if one, all, or more of half of its runs have failed.

Therefore, the fuzzy set of “execution” will consist of three subsets: “fully executed”, “partially executed” and “more executed than not executed”. The fuzzy set “non-execution” will consist of the following subsets “not executed completely”, “partially executed” and “no more executed than executed”.

Let’s determine \( \mu^i_j \) and \( \mu^i_j \). \( \mu^i_j \) is the degree of affiliation of the test to each of the subsets of the set “execution”, and \( \mu^i_j \) is the degree of belonging of the test to each of the subsets of the set “failure”, and – the ordinal number of the test, \( j \) – the number of fuzzy subset (1 – “completed”, 2 – “partially failed”, 3 – “more than not fulfilled”), \( \mu^i_j \in [0,1] \), these degrees are determined by experts, based on the results of evaluation of test results by software developers. \( \mu^i_j \) is the degree of belonging of the test to each of the subsets of the set “failure”, and \( \mu^i_j \) is the degree of belonging of the test to each of the subsets of the set “non-execution”, and \( \mu^i_j \) is the degree of belonging of the test to each of the subsets of the set “partially executed”, \( \mu^i_j \in [0,1] \), these degrees are also determined by experts, based on the results of evaluation of test results by software developers.

To determine the general correspondence of each test to the corresponding requirement \( \mu^i \), we use the rule of difference of fuzzy sets [6]

\[
\mu^i = \mu^i_j \land \left( 1 - \left( \mu^i_j \land \left( 1 - \mu^i_j \right) \right) \right), \mu^i \in [0,1]. \quad (1)
\]

Similarly, we find the value of the general non-compliance of each test with a specific requirement

\[
\mu^i = \mu^i_j \land \left( 1 - \left( \mu^i_j \land \left( 1 - \mu^i_j \right) \right) \right), \mu^i \in [0,1]. \quad (2)
\]

Test results are not independent and cannot compensate for worse values of some tests with better values of others.

The general compliance of the developed software with the requirements \( M \) can be found by the formula of the additive criterion and the difference between the sets of compliance and non-compliance, where \( N \) is the total amount of subsets

\[
M = \frac{\sum_{i=1}^{N} \mu^i - \sum_{i=1}^{N} \mu^i}{N}. \quad (3)
\]

The proposed method allows to determine the compliance of the developed software with functional and non-functional requirements, taking into account how successfully or unsuccessfully implemented a particular requirement, but it has a number of significant shortcomings.

First, its application can ignore important but isolated facts that do not fit into the proposed formulas.

Second, the mathematical apparatus provides only approximate calculations of compliance, as it does not take into account the nonlinear relationships between the input data of the problem of assessing the conformity of the test results of critical application software to the requirements and its initial result.

As a result, to increase the quality of analyzing the compliance of software test results with requirements, it will be more practical to design a fuzzy neural network based on the method described above [7].

**The structure of the fuzzy neural network to solve the problem of assessing the compliance of the application test results to the requirements.** An ANFIS (adaptive neuro-fuzzy inference system) [8] can assist us in determining the optimal distribution of membership functions by determining the mapping relation between input and output data via hybrid learning. This inference system is made up of five levels. The node function describes numerous nodes in each tier. Fixed nodes,
shown by circles, represent parameter sets that are fixed in the system, whereas adaptive nodes, represent parameter sets that are adjustable in these nodes. The current layer’s input will be the output data from the preceding levels nodes. Created ANFIS structure is shown in fig. 1.

ANFIS consists of inputs, that equal to the number of tests, four layers, an output that carries out the defuzzification process.

Layers of ANFIS consist of

Layer for calculating the membership of input variables. On this layer, membership in one of the sets is calculated – the test is passed or not.

The second layer aggregates the prerequisite values for each rule in accordance with the selected T-norm [9].

Thus, there is compliance of the developed software with the “execution” and “non-execution” and determine how the developed software does not meet the requirements.

The diagram of activity of the developed software for research of testing conformity results of the software to the declared requirements with use of neural networks is given in fig. 2.

The starting point of the model of research of conformity of testing conformity results of the software to the declared requirements with use of neural networks is an initialization of a pipeline in GIT Actions.

Next, if the tests that were marked as required were positive, i.e. the expected result corresponds to the actual result, a webhook is passed on the software API to study

In the third layer, the values received as input are normalized; normalization is carried out using the z-normalization method [10].

The fourth layer forms the output value.

The last layer performs defuzzification. The purpose of defuzzification is to obtain the usual (not fuzzy) value of each of the output variables using the results of the accumulation of all output linguistic variables. Defuzzification is also called clarity reduction [11].

The proposed method based on a fuzzy neural network allows to eliminate this shortcoming by replacing the non-numerical results of tests with numerical values of their belonging to the corresponding fuzzy sets of requirements. If the response from the API is negative, then the next step – the deployment of the system is not possible.

If the answer from the API came in the affirmative, then the deployment of the system on the stands is possible and is performed using the last step in the system.

**Overview of system functionality.** The software works at the level of an automated system integrated into the life cycle of the task, or branch.

For a full understanding, let's look at the stages of the life cycle of the problem.

Backlog – the task is created and moved to the backlog, from where it gets to the stage of work.

To do – the task is moved from the backlog and taken to work.

In progress – the task is under development.

Run Autotests – the task is in the state of passing automatic tests.

For review – the task is reviewed – evaluated by another developer, for better code quality.

![Fig. 1. The structure of a fuzzy neural network](image-url)
For testing – the task is in a state of testing, or writing auto tests Ready for merge – a task tested, and ready for release into the product environment.

On Prod – the task is tested and is on the product environment.

Closed – the task is closed, i.e. it is executed or the decision to stop development is made.

From the reference stage it is seen that to improve the process it is necessary to implement the created software at the stages of transition from one state to another, and more precisely at the stages that are more vulnerable to system error. That is why it is advisable to implement the software in stages Run Autotests, For testing, Ready for merge, On Prod.

To better understand what is happening at these stages, we need to consider the reference process of working with a branch in the pipeline.

The CI / CD pipeline is the most important component of automated software development. Although the term has been used to describe many different aspects of computer science, git Actions and in most areas of DevOps use pipeline to illustrate the widespread use of behaviors and processes involved in continuous integration (CI).

CI is a software development strategy that increases the speed of development while ensuring the quality of the deployed code. Pipeline CI / CD is a complete set of processes that run projects start. Conveyors cover workflows, which coordinate tasks, and this is all defined in the project configuration file [12].

Examining the reference process, we can understand that automatic processes, such as unit testing, API testing, UI testing, static code analysis – requires process improvement, and therefore it is advisable to use the developed software product.

Example of the software work is given for a branch in the project. Pipeline was started by an automatic action from the bot – service on the side of the project management system.

The pipeline for a branch is based on the reference process of working with a branch in the pipeline. Pipeline is shown in fig. 3.

As can be seen from the figure and based on the reference process, we see the following stages:

1. Stage of compiling and assembling docker images. There are two steps to build tests at this stage, namely the construction of the image with the solved project task.

2. Stage of passing self-tests. At this stage following is happening: static code analysis, automatic unit tests, automatic API tests, automatic UI tests, as well as the stage of analysis of passing tests and their compliance with the set of requirements.

3. Stage of data collection and import to Google BigQuery, Google Data Studio. At this stage, data is aggregated and imported into data storage and analysis systems.

Pipeline results can be found in Allure report format or in aggregate data format using Google Data Studio. Aggregate results for the period are shown in fig. 4.

Thus, an example of software operation for compliance of test results with the stated requirements was given.

Conclusions. To achieve the goal of the work, the following tasks were performed. Based on the analysis of the subject area, the advantages and disadvantages of using modern systems are determined and the conclusion is made about the need to develop algorithmic software to meet the results of software testing to the stated requirements. A data processing model based on a fuzzy neural network is proposed. A method has been developed that allows determining the compliance of the developed software with functional and non-functional requirements, taking into account how successfully or unsuccessfully implemented this or that requirement, but it has a number of significant shortcomings. Therefore, the information and algorithmic software of the solution was designed to...
implement the analysis of the compliance of the software testing results with the stated requirements, which will allow forming an expert assessment of the quality of the software.
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